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Compiler Using Lex and Yacc

**Compiler** is a computer software that translates (compiles) source code written in a high-level language (e.g., C++) into a set of machine-language instructions that can be understood by a digital computer’s CPU. Compilers are very large programs, with error-checking and other abilities. Some compilers translate high-level language into an intermediate assembly language, which is then translated (assembled) into machine code by an assembly program or assembler. Other compilers generate machine language directly.

A compiler is likely to perform many or all of the following operations: pre-processing, lexical analysis, parsing, semantic analysis (syntax-directed translation), conversion of input programs to an intermediate representation, code optimization and code generation. Compilers implement these operations in phases that promote efficient design and correct transformations of source input to target output. Program faults caused by incorrect compiler behaviour can be very difficult to track down and work around; therefore, compiler implementers invest significant effort to ensure compiler correctness.

When executing, the compiler first parses all of the language statements syntactically one after the other and then, in one or more successive stages or "passes", builds the output code, making sure that statements that refer to other statements are referred to correctly in the final code. Traditionally, the output of the compilation has been called *object code* or sometimes an *object module*. The object code is machine code that the processor can execute one instruction at a time.
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L**ex** and Yacc:

In this project, we use Lex and Yacc to create a compiler.

A compiler or interpreter for a programming language is often decomposed into two parts:

1. Read the source program and discover its structure.
2. Process this structure, e.g. to generate the target program.

*Lex* and *Yacc* can generate program fragments that solve the first task.

The task of discovering the source structure again is decomposed into subtasks:

1. Split the source file into tokens (*Lex*).
2. Find the hierarchical structure of the program (*Yacc*).

Lex helps write programs whose control flow is directed by instances of regular expressions in the input stream. It is well suited for editor-script type transformations and for segmenting input in preparation for a parsing routine.

Lex source is a table of regular expressions and corresponding program fragments. The table is translated to a program which reads an input stream, copying it to an output stream and partitioning the input into strings which match the given expressions. As each such string is recognized the corresponding program fragment is executed. The recognition of the expressions is performed by a deterministic finite automaton generated by Lex. The program fragments written by the user are executed in the order in which the corresponding regular expressions occur in the input stream.

Yacc provides a general tool for describing the input to a computer program. The Yacc user specifies the structures of his input, together with code to be invoked as each such structure is recognized. Yacc turns such a specification into a subroutine that handles the input process; frequently, it is convenient and appropriate to have most of the flow of control in the user's application handled by this subroutine.
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Three Address Code:

Three Address Code is an intermediate code used by optimizing compilers to aid in the implementation of code-improving transformations. Each TAC instruction has at most three operands and is typically a combination of assignment and a binary operator. For example, t1 := t2 + t3. The name derives from the use of three operands in these statements even though instructions with fewer operands may occur.

Since three-address code is used as an intermediate language within compilers, the operands will most likely not be concrete memory addresses or processor registers, but rather symbolic addresses that will be translated into actual addresses during register allocation. It is also not uncommon that operand names are numbered sequentially since three-address code is typically generated by the compiler.

Intermediate code generator receives input from its predecessor phase, semantic analyser, in the form of an annotated syntax tree. That syntax tree then can be converted into a linear representation, e.g., postfix notation. Intermediate code tends to be machine independent code. Therefore, code generator assumes to have unlimited number of registers to generate code.

Example for three Address Code:
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Problem Statement:

The Sub C language taken includes the following:

|  |  |
| --- | --- |
| Data Types | int, unsigned int, Boolean |
| Assignment Operators | =, +=, -=, \*=, /= |
| Binary Operators | + ,- ,\* ,/ ,@(exponentiation) |
| Bitwise Operations | |, &, ~, ^ |
| Logical Operations | || , && , ! |
| Relational Operations | == , <= , >= , > , < , != |
| Conditional Statements | if statement, if\_else statement, switch |
| Repetitive Statements | While loop |

Identifiers Should support simple ids

Now we have to generate three address code for C statements supporting the above operations and statements.

Problem Decomposition:

The programs are written in Lex and Yacc program. Lex helps you by taking a set of description of possible tokens and producing a C routine, which we call as lexical analyser or a lexer, that identify the tokens. As input is divided into tokens, a program often needs to establish the relationship among the tokens. A compiler needs to find the expression, statement, declaration, blocks and procedure in the program. This task is known as parsing and the list of rules that define the relationship that the program is a grammar. Yacc takes a concise description of a grammar and produces a C routine that can parse the grammar, a parser. The Yacc parser automatically detects whenever a sequence of input token matches one of the rule of the grammar and also detects a syntax error whenever its input does not match any of the rule. When a task involves dividing the input into units and establishing some relationship among those units then we should use Lex and Yacc.

The project is divided into three phases. Development, Control, Testing.

In the development phase first the variables to be used in the code are declared and then those variables are initialised. All the code is written in this phase.

In the Control Phase we observe how different units interact with each other and check if it happens properly. If the different units do not interact properly we go back to development phase and fix the issues

In the testing phase, we give a sample input and check if the output matches the required output.

Algorithm:

We need to first declare variables. The code will give a syntax error if any undeclared variables are used. The variables are then initialised to a certain value. Int can be initialised to any integer value whereas Boolean values can be initialised to true or false.

We use the following grammar for the evaluation of integer expressions

![](data:image/gif;base64,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)

Addition and Subtraction operations have the same priority and Multiplication and Division operations have the same priorities.

Exponentiation has a priority higher than that of Multiplication/Division.

Addition, Subtraction, Multiplication, Division operations are left associative whereas Exponentiation is right associative.

We implement a similar kind of grammar for the evaluation of Boolean expressions where Boolean “and” has a higher priority than Boolean “or” and Boolean “not” has a higher priority than both of them.

For the implementation of the conditional if..then.. statement we use a Boolean expression for condition statement and then part can include any kind of statement inside it so we use the start symbol for then part.

The Conditional if..then..else.. is implemented in the same way as the conditional if statement and the else part also has a start symbol inside.

The conditional

While loop is implemented similar to the conditional if statement but we jump to the start of the block at the end of the execution of block of statements in the while loop

Syntax directed translations that can be implemented during parsing can be characterized by introducing distinct marker non terminals in place of each embedded action; each marker M has only one production, M-> Є.

We use markers for the labels and for the jump and goto statements as they should be executed before the block of statements which should be executed after the Boolean evaluation.

Code:

Compiler.l

%{

#include<string.h>

#include "compiler.tab.h"

#include<stdio.h>

%}

**letter** [A-Za-z]

**digit** [0-9]

**id** {letter}({letter}|{digit})\*

**number** [digit]+

**datatype** "int"|"bool"|"unsigned int"

**boolValue** "true"|"false"

**relop** "<"|">"|"<="|">="|"=="|"!="

%%

{datatype} {**strcpy**(yylval.str,yytext); return types;}

{boolValue} {**strcpy**(yylval.str,yytext); return bval;}

"while" {**strcpy**(yylval.str,yytext); return WHILE;}

"if" {**strcpy**(yylval.str,yytext); return IF;}

"else" {**strcpy**(yylval.str,yytext); return ELSE;}

"switch" {**strcpy**(yylval.str,yytext); return SWITCH;}

"case" {**strcpy**(yylval.str,yytext); return CASE;}

"break" {**strcpy**(yylval.str,yytext); return BREAK;}

"default" {**strcpy**(yylval.str,yytext); return DEFAULT;}

{id} {**strcpy**(yylval.str,yytext); return ID;}

{relop} {**strcpy**(yylval.str,yytext); return RELOP;}

[;:={}()!] {/\***printf**("L %s\n", yytext);\*/ return yytext[0];}

[0-9]+ { **strcpy**(yylval.str,yytext); return ival;}

"&&" {return BAND;}

"||" {return BOR;}

"+" {return ADD;}

"-" {return SUB;}

"\*" {return MUL;}

"/" {return DIV;}

"|" {return OR;}

"^" {return XOR;}

"&" {return AND;}

"@" {return POW;}

"~" {return NEG;}

\n {}

[' '] {}

%%

The yyparse() function in Yacc parses the input based on the rules given in the lex file.

In this Lex program, datatype denotes all the different datatypes identified by the parser i.e int, unsigned int, bool.

id denotes the name of the identifier which should start with a letter and can contain digits in it.

We assign specific tokens for each logical and Boolean operations so that each individual operation can be identified individually.

ADD for +, SUB for -, MUL for \*, DIV for /,

BOR for ||, BAND for &&, XOR for ^

Our compiler also has a token for exponentiation. We use the symbol ‘@’ and the token POW for it.

We use the tokens IF, ELSE, SWITCH, WHILE, DEFAULT, CASE, BREAK when the input matches with “if”, “else”, “while”, “default”, “case” and “break” respectively.

“relop” matches for all Boolean relational operations like >, >=, <, <=, !=, == and returns the token

Lex does not automatically skip over white space – in some languages white space is important and lex needs to be able to process those languages as well as languages where whitespace is ignored. Thus, we need to tell lex what to ignore. We can make lex ignore whitespace by adding rules that match whitespace that have no actions, as follows:

\n {}

[' '] {}

Compiler.y:

%{

#include<stdio.h>

#include<bits/stdc++.h>

using namespace **std**;

struct **variable**{

string type;

string name;

string value;

};

vector<variable> table;

int **yylex**(void);

void **yyerror**(char \*);

void **printTable**();

void **intialiseValue**(char\*, char\*);

int **findVal**(char\*);

string **threeAddress**(char\*, char\*, string);

string **threeAddress**(char\*, string);

void **threeAddressSelf**(char\*, char\*, string);

void **checkID**(char\*);

int tcount=0, label\_count=0, d=0, s\_count=0;

string result = "", bresult = "";

map<int, string> tvalues;

vector<int> repeat;

stack<int> s;

%}

%union

{

int number;

char str[100];

}

%token <str> types ID RELOP ival bval WHILE boolValue IF ELSE SWITCH BREAK DEFAULT CASE

%token <number> intVal

%token ADD SUB MUL DIV ABS NEG BAND BOR

%left AND OR XOR

%right POW

%type <str> declarations datatype identifier initialisation

%type <str> eval bitor bitxor bitand exp factor powterm term bitneg

%type <str> booleval bool\_and bool\_not bool\_rel

%nonassoc ELSE IFX

%%

S:

| S declarations {**printTable**();}

| S initialisation {**printTable**();}

| S eval {cout<<result<<endl; result =""; **printTable**(); tcount =0; tvalues.**clear**();}

| S booleval {cout<<bresult<<endl; result ="";tcount =0; tvalues.**clear**();}

| S boolassign {cout<<bresult<<endl; result ="";tcount =0; tvalues.**clear**();}

| S cond\_while {}

| S cond\_if {}

| S cond\_if\_else {}

| S cond\_switch {}

| '{' S '}' {}

;

cond\_while: WHILE '(' M1 booleval M2 ')' '{' S M3 '}' {cout<<"mid"<<s.**top**()<<":"<<endl;s.**pop**();d++;tvalues.**clear**();}

;

cond\_if: IF '(' M1 booleval M2 ')' '{' S '}' %prec IFX  { cout<<"mid"<<s.**top**()<<":"<<endl;s.**pop**();}

;

cond\_if\_else: IF '(' M1 booleval M2 ')' '{' S '}' M4 ELSE M5 '{' S '}'  {cout<<"end"<<s.**top**()<<":"<<endl;s.**pop**(); }

;

M1: {cout<<"start"<<label\_count<<":\n";s.**push**(label\_count);label\_count++;}

;

M2: {cout<<"jump !t"<<tcount-1<<" "<<"mid"<<s.**top**()<<endl;}

;

M3: {cout<<"jump start"<<s.**top**()<<"\n";}

;

M4: {cout<<"jump end"<<s.**top**()<<"\n";}

;

M5: {cout<<"mid"<<s.**top**()<<":\n";}

;

cond\_switch:  SWITCH '(' booleval M11 ')' '{' cases '}' { cout<<"last:"<<s\_count<<endl;s\_count++;}

;

cases:

| M44 CASE booleval ':' M22 S BREAK M33 ';' cases {}

| DEFAULT ':' S {}

;

M11:  {cout<<"k=t"<<tcount-1<<endl;}

;

M22:  {cout<<"jump !k==t"<<tcount-1<<" end"<<s.**top**()<<endl;}

;

M33:  {cout<<"jump last"<<s\_count<<"\n";cout<<"end"<<s.**top**()<<":"<<endl;s.**pop**();}

;

M44:  {cout<<"start"<<label\_count<<":\n";s.**push**(label\_count);label\_count++;}

;

boolassign: ID '=' booleval ';'{ **checkID**($1);

int c1;

string **s1**($3);

for(map<int, string> ::iterator itr = tvalues.**begin**(); itr!=tvalues.**end**(); itr++){

if(itr->second == s1) c1 = itr->first;

}

cout<<$1<<" = t"<<c1<<endl;

  }

;

booleval:bool\_and

| booleval BOR bool\_and { **strcpy**($$,((**threeAddress**($1, $3, "||")).**c\_str**())); }

;

bool\_and:bool\_not

| bool\_and BAND bool\_not {**strcpy**($$,((**threeAddress**($1, $3, "&&")).**c\_str**()));}

;

bool\_not:bool\_rel

| '!' bool\_not {

**strcpy**($$,((**threeAddress**($2, "!")).**c\_str**()));}

;

bool\_rel:bval{**strcpy**($$,$1); string s1=**string**($1); tvalues[tcount]=s1; cout<<"t"<<tcount++<<" = "<<$$<<endl;}

| term RELOP term { string **relop**($2); **strcpy**($$,((**threeAddress**($1, $3, relop)).**c\_str**()));}

| term {**strcpy**($$,$1);}

;

eval: ID '=' exp ';'{ **checkID**($1);

int c1;

string **s1**($3);

for(map<int, string> ::iterator itr = tvalues.**begin**(); itr!=tvalues.**end**(); itr++){

if(itr->second == s1) c1 = itr->first;

}

cout<<$1<<" = t"<<c1<<endl;

repeat.**clear**();

  }

| ID ADD '=' exp ';'{ **checkID**($1);

**threeAddressSelf**($1,$4," + ");

  }

| ID SUB '=' exp ';'{ **checkID**($1);

**threeAddressSelf**($1,$4," - ");

  }

| ID MUL '=' exp ';'{ **checkID**($1);

**threeAddressSelf**($1,$4," \* ");

  }

| ID DIV '=' exp ';'{ **checkID**($1);

**threeAddressSelf**($1,$4," / ");

  }

| ID POW '=' exp ';'{ **checkID**($1);

**threeAddressSelf**($1,$4," @ ");

  }

;

exp: factor

| exp ADD factor {

**strcpy**($$,((**threeAddress**($1, $3, "+")).**c\_str**()));}

| exp SUB factor {

**strcpy**($$,((**threeAddress**($1, $3, "-")).**c\_str**()));}

;

factor: powterm

| factor MUL powterm {

**strcpy**($$, ((**threeAddress**($1, $3, "\*")).**c\_str**()));}

| factor DIV powterm {

**strcpy**($$,((**threeAddress**($1, $3, "/")).**c\_str**()));}

;

powterm:bitor

| bitor POW powterm {

**strcpy**($$,((**threeAddress**($1, $3, "@")).**c\_str**()));

}

;

bitor:bitxor

| bitor OR bitxor {

**strcpy**($$,((**threeAddress**($1, $3, "|")).**c\_str**()));}

;

bitxor:bitand

| bitxor XOR bitand {

**strcpy**($$,((**threeAddress**($1, $3, "^")).**c\_str**()));}

;

bitand:bitneg

| bitand AND bitneg {

**strcpy**($$,((**threeAddress**($1, $3, "&")).**c\_str**()));}

;

bitneg:term

| NEG bitneg {

**strcpy**($$,((**threeAddress**($2, "~")).**c\_str**()));}

;

term: ival { **strcpy**($$,$1); string s1=**string**($1); tvalues[tcount]=s1; cout<<"t"<<tcount++<<" = "<<$$<<endl; */\*stringstream ss;ss<<tcount; result+="t"+ss.str()+" = "+string($$)+"\n"; tcount++;\*/* }

| ID { **checkID**($1);**strcpy**($$,$1); string s1=**string**($1);tvalues[tcount]=s1; cout<<"t"<<tcount++<<" = "<<$$<<endl; */\*stringstream ss;ss<<tcount; result+="t"+ss.str()+" = "+s1+"\n"; tcount++;\*/* }

| SUB ival {string **s1**($2), s2 ="-"; s2=s2+s1; tvalues[tcount]=s2; **strcpy**($$,(s2.**c\_str**())); cout<<"t"<<tcount++<<" = "<<$$<<endl; */\*stringstream ss;ss<<tcount; result+="t"+ss.str()+" = "+s2+"\n"; tcount++;\*/* }

| '(' exp ')' {**strcpy**($$,$2);}

;

initialisation: ID '=' ival ';' { **checkID**($1); **intialiseValue**($1, $3);}

| ID '=' bval ';' { **checkID**($1); **intialiseValue**($1, $3);}

;

declarations: datatype identifier ';' { struct **variable** temp; string **st**($1);temp.type=st; string **st1**($2);temp.name=st1; temp.value = ""; table.**push\_back**(temp); }

;

datatype: types {**strcpy**($$,$1);}

;

identifier: ID {**strcpy**($$,$1);}

;

%%

int **main**(int argc, char \*\*argv)

{

**yyparse**();

}

void **yyerror**(char \*s)

{

**fprintf**(stderr, "error: %s\n", s);

}

*//Function for printing Symbol Table*

void **printTable**()

{

*//cout<<"\nPrinting Table\n";*

for(int i=0; i<table.**size**(); i++){

cout<<table[i].type<<" "<<table[i].name<<" "<<table[i].value<<endl;

}

}

*//Function for intialising values to variables Ex:a=6, b=true*

void **intialiseValue**(char\* s1, char\* s2)

{

string id(s1), **val**(s2);

int i;

for(i=0; i<table.**size**(); i++){

if(id.**compare**(table[i].name) == 0) break;

}

*//Checking if the initialised variable has been declared*

if(i==table.**size**()){

cout<<id<<" not declared\n"; **exit**(0);

}

*//Generating an error if an int is assigned a boolean value*

if(table[i].type == "int" && (val=="true"|val=="false"))

{cout<<"isyntax error\n"; **exit**(0);}

*//Generating an error if a bool is assigned an integer value*

else if(table[i].type == "bool" && (val!="true"&&val!="false"))

{cout<<"bsyntax error\n"; **exit**(0);}

table[i].value = val;

cout<<"t"<<tcount++<<" = "<<val<<endl;

cout<<id<<" = t"<<tcount-1<<endl;

}

*//function for checking if the variable used has been declared*

void **checkID**(char\* a1){

string id(a1);

int i;

*//Checking the symbol table for the variable*

for(i=0; i<table.**size**(); i++){

if(id.**compare**(table[i].name) == 0) break;

}

if(i==table.**size**()){

cout<<id<<" not declared\n"; **exit**(0);

}

}

int **findVal**(char\* s)

{

string id(s); int i;

for(i=0; i<table.**size**(); i++){

if(id.**compare**(table[i].name) == 0) break;

}

if(table[i].value == "")

{cout<<"vsyntax error\n"; **exit**(0);}

return **atoi**((table[i].value).**c\_str**());

}

*//Function for generating three address code for the evaulation of a1 \*symbol\* a2 Ex: 2+3*

string **threeAddress**(char\* a1, char\* a2, string symbol){

int c1=-1,c2=-1;

string s1(a1), **s2**(a2);

for(map<int, string> ::iterator itr = tvalues.**begin**(); itr!=tvalues.**end**(); itr++){

if(itr->second == s1 && **find**(repeat.**begin**(), repeat.**end**(),itr->first )==repeat.**end**()&&c1==-1) {c1 = itr->first;repeat.**push\_back**(c1);}

if(itr->second == s2 && **find**(repeat.**begin**(), repeat.**end**(),itr->first)==repeat.**end**()&& c2==-1) {c2 = itr->first;repeat.**push\_back**(c2);}

}

string s3 = s1;

s3+= symbol;

s3+= s2;

tvalues[tcount]=s3;

cout<<"t"<<tcount++<<" = t"<<c1<<symbol<<"t"<<c2<<endl;

return s3;

}

*//Function for generating three address code for the evaulation of \*symbol\* a1 Ex: ~9*

string **threeAddress**(char\* a1, string symbol){

int c1;

string s1(a1);

for(map<int, string> ::iterator itr = tvalues.**begin**(); itr!=tvalues.**end**(); itr++){

if(itr->second == s1) c1 = itr->first;

}

string s3= "";

s3+=symbol;

s3+= s1;

tvalues[tcount]=s3;

cout<<"t"<<tcount++<<" = "<<symbol<<"t"<<c1<<endl;

return s3;

}

*//Function for generating three address code for the evaulation of a1 \*symbol\*= a2 Ex: a+=2;*

void **threeAddressSelf**(char\* a1, char\*a2, string symbol){

int c1;

string s(a1),**s1**(a2);

for(map<int, string> ::iterator itr = tvalues.**begin**(); itr!=tvalues.**end**(); itr++){

if(itr->second == s1) c1 = itr->first;

}

cout<<"t"<<tcount<<" = "<<s<<"\n";

cout<<s<<" = t"<<c1<<symbol<<"t"<<tcount++<<"\n";

}

Grammar Rules:

Declaration:

We use the below grammar rules for declaration

Declarations -> datatype identifier ';'

datatype -> types

identifier -> ID

where datatype denotes the datatype of the variable and identifier denotes the name of the variable. types is the token returned by the lex file when it reads a datatype like int, unsigned int, bool

Initialisation:

We use the below grammar rule for initialisation

Initialisation -> ID '=' ival ';'| ID '=' bval ';'

Where ID is the name of the variable and ival is the integer value if the datatype is int or unsigned int and bval is the Boolean value if the datatype is bool

Expression Evaluation:

We use the below grammar rules for expression evaluation

exp: factor| exp ADD factor | exp SUB factor

factor: powterm | factor MUL powterm | factor DIV powterm

powterm: term| term POW powterm

ADD, SUB, MUL, DIV, POW respresent the tokens of addition, subtraction, multiplication, division and exponentiation respectively.

Addition, subtraction, multiplication, division are left associate whereas exponentiation is right associative as we can observe in the grammar rules.

Boolean Expression Evaluation:

Booleval -> bool\_and | booleval BOR bool\_and

bool\_and -> bool\_not | bool\_and BAND bool\_not

bool\_not -> bool\_rel | '!' bool\_not

bool\_rel -> bval | term RELOP term | term

where bval has Boolean values like true and false, relop is for relational operators like <, <=, >, >=, ==, !=. BOR is for Boolean or (“||”) and BAND is for Boolean and (“&&”)

Conditional if..then.. statement:

cond\_if -> IF '(' M1 booleval M2 ')' '{' S '}' %prec IFX

where IF is the token for “if” and booleval is the Boolean expression to be evaluated for condition checking. M1 and M2 are markers used to create a label at the start of the if block and to jump to the end of the if block if the condition fails respectively. We use the %nonassoc IFX as we also have the if..else.. statement in the grammar rules and there will be an error if there is no else block in the input. We use S, which is the start symbol, inside the if block as our compiler allows for nesting

Conditional if..then..else.. statement:

cond\_if\_else -> IF '(' M1 booleval M2 ')' '{' S '}' M4 ELSE M5 '{' S '}'

where IF is the token for “if”, ELSE is the token for “else” and booleval is the Boolean expression to be evaluated for condition checking. M1 , M2 , M4 and M5 are the markers used to create a label at the start of the if block, to jump to the else block if the condition fails, to jump of the end of the entire if..else.. block and to create a label for the else block respectively. We use S, which is the start symbol, inside the if and else blocks as our compiler allows for nesting

While Loop:

cond\_while -> WHILE '(' M1 booleval M2 ')' '{' S M3 '}'

where WHILE is the token for “while” and booleval is the Boolean expression to be evaluated for condition checking. M1 , M2 and M3 are markers used to create a label at the start of the if block, to jump to the end of the if block if the condition fails and to the jump to the start of the block after an iteration of the loop respectively. We use S, which is the start symbol, inside the while block as our compiler allows for nesting.

Conditional Switch Statement:

cond\_switch ->  SWITCH '(' booleval M11 ')' '{' cases '}'

cases ->  ɛ| M44 CASE booleval ':' M22 S BREAK M33 ';' cases

| DEFAULT ':'

Where SWITCH, CASE, BREAK and DEFAULT are the tokens for “switch”, “case”, “break” and “default” respectively and booleval is the Boolean expression to be evaluated. Marker M11 is used to jump to the appropriate case block based on the result of the Boolean expression. M44, M22 and M33 are the markers used to create a label for the case, to jump to the appropriate case if the current case is not the required case and to jump to the end after reading the break statement respectively. We use S, which is the start symbol, inside the case block as our compiler allows for nesting.

Functions used in the Program:

void **printTable**();

This function is used to pint the symbol table which displays the name and datatype of the variable

void **intialiseValue**(char\*, char\*);

This function is used to insert the value of the variable in the symbol table and to check if there is a datatype mismatch

string **threeAddress**(char\* a1, char\* a2, string symbol);

This function is used to generate three address code for binary expressions like a+b

t0= a1

t1 = a2

t2 = t0\*symbol\* t1

string **threeAddress**(char\* a1, string symbol);

This function is used to generate three address code for unary expressions like ~a

t0 = a1

t1 = \*symbol\* t0

void **threeAddressSelf**(char\* a1, char\* a2, string symbol);

This function is used to generate three address code for expressions like a+=b

t0 = a1

t1 = a2

t2 = t0 \*symbol\* t1

void **checkID**(char\*);

This function is used to produce a error when a variable which was not declared is used.

Sample Test Cases:

Input:

int a;

Output:

int a

Input:

a=6;

Output:

t0 = 6

a = t0

Input:

bool b;

Output:

bool b

Input:

a=2+3\*4;

Output:

t0 = 2

t1 = 3

t2 = 4

t3 = t1\*t2

t4 = t0+t3

a = t4

Input:

a+=3+(2&3);

Output:

t0 = 3

t1 = 2

t2 = 3

t3 = t1&t0

t4 = t2+t3

t5 = a

a = t4 + t5

Input:

b=2&&3<=5;

Output:

t0 = 2

t1 = 3

t2 = 5

t3 = t1<=t2

t4 = t0&&t3

b = t4

Input:

if(a<=2){a+=1;}

Output:

start0:

t0 = a

t1 = 2

t2 = t0<=t1

jump !t2 mid0

t3 = 1

t4 = a

a = t3 + t4

mid0:

Input:

if(a<=2){a+=1;}else{a-=1;}

Output:

start0:

t0 = a

t1 = 2

t2 = t0<=t1

jump !t2 mid0

t3 = 1

t4 = a

a = t3 + t4

jump end0

mid0:

t0 = 1

t1 = a

a = t1 - t0

end0:

Input:

while(!b){if(a<=5){a\*=2;}else{a+=2;}}

Output:

start2:

t0 = b

t1 = !t0

jump !t1 mid2

start3:

t2 = a

t3 = 5

t4 = t2<=t3

jump !t4 mid3

t5 = 2

t6 = a

a = t5 \* t6

jump end3

mid3:

t0 = 2

t1 = a

a = t0 + t1

end3:

jump start2

mid2:

Input:

switch(a<=2){case true:a=6;break;case false:a=1;break;default:a=0;}

Output:

t0 = a

t1 = 2

t2 = t0<=t1

k=t2

start4:

t3 = true

jump !k==t3 end4

t4 = 6

a = t4ast0

end4:

start5:

t5 = false

jump !k==t5 end5

t6 = 1

a = t6

jump last0

end5:

t7 = 0

a = t7

last0:

Assumptions:

* There are three types of datatypes – int, unsigned int and bool.
* There are floating point units for addition, subtraction, multiplication, division and exponentiation.
* There are computational units for performing operations like and, or, negation.
* Input expressions given are in sub C format.
* Only generation of three address code is sufficient. Evaluation of them isn’t necessary.
* Only the symbols specified in the lex file should be present in the input.

Limitations:

* Functions are not supported.
* Macros are not supported.
* Usage of inbuilt libraries isn’t supported.
* The compiler only supports in-order execution. It doesn’t support out of order execution.
* Declaration and initialisation in the same statement isn’t supported Ex: int a=6;
* Three address code generated is not optimised.
* Double, float, long and short datatypes are not supported.
* Characters and character arrays are not supported.
* Dynamic memory allocation isn’t supported.

THANK YOU